**Algorithms\_Data Structures (Mandatory Hands On)**

**Exercise 2: E-commerce Platform Search Function**

**Big O Notation** is a mathematical way to describe the **time or space complexity** of an algorithm in terms of input size n. It focuses on the **growth rate** as input increases, helping us analyze and compare algorithms for performance.

| Complexity | Name | Example Use Case |
| --- | --- | --- |
| O(1) | Constant time | Accessing an array element by index |
| O(n) | Linear time | Linear search in an array |
| O(log n) | Logarithmic time | Binary search on a sorted array |
| O(n²) | Quadratic time | Bubble sort, nested loops on array |

| Search Type | Best Case | Average Case | Worst Case |
| --- | --- | --- | --- |
| Linear Search | O(1) | O(n/2) ≈ O(n) | O(n) |
| Binary Search | O(1) | O(log n) | O(log n) |

Code:

Product.java

*public* class Product {

*int* productId**;**

    String productName**;**

    String category**;**

*public* Product(*int* **productId,** String **productName,** String **category**) {

*this***.***productId* **=** productId**;**

*this***.***productName* **=** productName**;**

*this***.***category* **=** category**;**

    }

*public* String toString() {

**return** "Product ID: " **+** productId **+** ", Name: " **+** productName **+** ", Category: " **+** category**;**

    }

}

SearchUtil.java

*public* class SearchUtil {

*public* *static* Product linearSearch(Product[] **products,** *int* **targetId**) {

**for** (Product product **:** products) {

**if** (product**.***productId* **==** targetId) {

**return** product**;**

            }

        }

**return** null**;**

    }

*public* *static* Product binarySearch(Product[] **products,** *int* **targetId**) {

*int* left **=** 0**,** right **=** products**.***length* **-** 1**;**

**while** (left **<=** right) {

*int* mid **=** left **+** (right **-** left) **/** 2**;**

**if** (products[mid]**.***productId* **==** targetId) {

**return** products[mid]**;**

            } **else** **if** (products[mid]**.***productId* **<** targetId) {

                left **=** mid **+** 1**;**

            } **else** {

                right **=** mid **-** 1**;**

            }

        }

**return** null**;**

    }

}

SearchTest.java

*import* java**.**util**.**Arrays**;**

*public* class SearchTest {

*public* *static* *void* main(String[] **args**) {

        Product[] products **=** {

**new** Product(102**,** "Keyboard"**,** "Electronics")**,**

**new** Product(101**,** "Shoes"**,** "Fashion")**,**

**new** Product(103**,** "Laptop"**,** "Electronics")**,**

**new** Product(104**,** "Chair"**,** "Furniture")

        }**;**

        System**.***out***.**println("Linear Search:")**;**

        Product found1 **=** SearchUtil**.**linearSearch(products**,** 103)**;**

        System**.***out***.**println(found1 **!=** null **?** found1 **:** "Product not found")**;**

        Arrays**.**sort(products**,** (a**,** b) **->** a**.***productId* **-** b**.***productId*)**;**

        System**.***out***.**println("\nBinary Search:")**;**

        Product found2 **=** SearchUtil**.**binarySearch(products**,** 103)**;**

        System**.***out***.**println(found2 **!=** null **?** found2 **:** "Product not found")**;**

    }

}

Output:

![](data:image/png;base64,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)

| Algorithm | Time Complexity | Sorted Required | Suitability |
| --- | --- | --- | --- |
| Linear Search | O(n) | No | Simple, but slower for large data |
| Binary Search | O(log n) | Yes | Much faster, efficient, but requires sorting |

**Exercise 7: Financial Forecasting**

Recursion is a programming technique where a function **calls itself** to solve smaller instances of the same problem. It simplifies problems that have a **repeating pattern or structure**, like factorial, Fibonacci, or financial forecasting with compound interest.

FV=PV×(1+r)^n

Where:

* FV = future value
* PV = present value
* r = annual growth rate
* n = number of years

Code:

*public* class FinancialForecast {

*public* *static* *double* calculateFutureValue(*double* **presentValue,** *double* **rate,** *int* **years**) {

**if** (years **==** 0) {

**return** presentValue**;**

        }

**return** calculateFutureValue(presentValue**,** rate**,** years **-** 1) **\*** (1 **+** rate)**;**

    }

*public* *static* *void* main(String[] **args**) {

*double* presentValue **=** 10000**;**

*double* rate **=** 0.05**;**

*int* years **=** 10**;**

*double* futureValue **=** calculateFutureValue(presentValue**,** rate**,** years)**;**

        System**.***out***.**printf("Future value after %d years: ₹%.2f\n"**,** years**,** futureValue)**;**

    }

}

Output:

![](data:image/png;base64,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)

Time Complexity

The recursive function has O(n) time complexity, where n is the number of years.

Each recursive call reduces years by 1 until it hits 0.

Although this example is simple and linear, if you extend this to more complex financial models (like recursive Fibonacci-based investment growth), use memoization or convert to iteration to avoid exponential time complexity.

*public* *static* *double* calculateFutureValueIterative(*double* presentValue**,** *double* rate**,** *int* years) {

**for** (*int* i **=** 0**;** i **<** years**;** i**++**) {

        presentValue **\*=** (1 **+** rate)**;**

    }

**return** presentValue**;**

}